# *Database Management II (420-D20-HR)*

# *Lab 7 – Triggers*

Date assigned: Tuesday, March 21, 2017

Date due: **Tuesday, March 21, 2017, 17:50**

**Objectives:**

At the end of this lab you will be able to:

* Create and test a trigger.

**To be handed in:**

1. The ***username\_*D20\_L07\_Triggers.docx** file should be uploaded to Moodle.

**References:**

Class notes S11. S12, N12 and examples from Moodle

**To Start:**

1. Rename this document to ***username\_*D20\_L07\_Triggers.docx** and add your answers and output as requested.

**Important:**

* Name all identifiers according to the naming standards shown below.
* Format all blocks using the SQL Navigator Formatter.
* Use ISO/ANSI standards for all joins.
* Show test output

**Marking**

|  |  |  |
| --- | --- | --- |
| **Problem** | **Mark** | **Out of** |
| A – Triggers |  |  |
| * + 1 (nn\_employee\_bui\_stmt\_trg) |  | 8 |
| * + 2 (iu\_student\_ai\_trg) |  | 8 |
| * + 3 (nn\_employee\_bi\_trg) |  | 8 |
| * + 4 |  | 4 |
| * + 5 |  | 20 |
| B – SYS\_REFCURSOR |  | 8 |
| Organization - Blocks Formatted and naming standards used, assessment |  | 5 |
| **Total** |  | **61** |

**Use the following naming conventions:**

| **Name** | **Prefix** | **Suffix** |
| --- | --- | --- |
| exception | **e\_** |  |
| function name |  | **\_sf** |
| global variable | **gv\_** |  |
| IN OUT parameter variable | **pv\_** | **\_io** |
| IN parameter variable | **pv\_** | **\_i** |
| local cursor | **lcur\_** |  |
| local record | **lrec\_** |  |
| local variable | **lv\_** |  |
| OUT parameter variable | **pv\_** | **\_o** |
| package |  | **\_pkg** |
| package function |  | **\_pf** |
| package procedure |  | **\_pp** |
| parameter record | **prec\_** | **\_i, \_o or \_io** |
| procedure name |  | **\_sp** |
| local type | **ltyp\_** |  |
| local record | **lrec\_** |  |
| local table | **ltbl\_** |  |
| trigger |  | **\_trg** |

**Trigger Naming Conventions:**

***table name\_*[b|a]*op*\_[*col/*stmt*]\_*trg**

where:

- **b** is used for a before trigger

- **a** is used for an after trigger

- *op* is the list of DML operations that fire the trigger (u- update, i-insert, d-delete)

- *col* is the column name for a trigger on a single column

- **stmt** is the for a statement level trigger

# Triggers

***Objectives*:** Learnto create and test a trigger.

To Do:

## Write a trigger that is fired before the DML statement’s execution on the IU\_EMPLOYEE table for inserts and updates. The trigger ensures that the hiredate does not fall on a Sunday (an exception is raised if this is the case). Call the trigger **nn\_employee\_bui\_stmt\_trg**.

**Trigger Code:**

**CREATE OR REPLACE TRIGGER nn\_employee\_bui\_stmt\_trg**

**BEFORE INSERT OR UPDATE ON NN\_EMPLOYEE FOR EACH ROW**

**BEGIN**

**IF to\_char(:new.hiredate, 'DY') LIKE 'SUN' THEN**

**RAISE\_APPLICATION\_ERROR(-20001, 'Can''t hire someone on a Sunday!!!');**

**END IF;**

**END;**

**Test code:**

**UPDATE nn\_employee e**

**SET e.hiredate = to\_date('19-Mar-17', 'dd-Mon-yy')**

**WHERE e.employeeid = 111;**

**--Proper testing needs both a pass and a fail case**

**Sample output from Test Code:**

**Error report -**

**SQL Error: ORA-20001: Can't hire someone on a Sunday!!!**

**ORA-06512: at "PDUMARESQ.NN\_EMPLOYEE\_BUI\_STMT\_TRG", line 3**

**ORA-04088: error during execution of trigger 'PDUMARESQ.NN\_EMPLOYEE\_BUI\_STMT\_TRG'**

## Create a new table called **iu\_tracking**. It should have the following columns:

**studentid varchar2(5)**

**username varchar2(20)**

**insertdate date**

## Write a trigger that is fired after an INSERT statement is executed for the IU\_STUDENT table. The trigger writes the new student’s ID, users name, and system date in the IU\_TRACKING table. Call the trigger **iu\_student\_ai\_trg**.

**Trigger Code:**

**DROP TABLE iu\_tracking;**

**CREATE TABLE iu\_tracking (**

**studentid varchar2(5),**

**username varchar2(30),**

**insertdate date**

**);**

**CREATE OR REPLACE TRIGGER iu\_student\_ai\_trg**

**AFTER INSERT ON iu\_student FOR EACH ROW**

**BEGIN**

**INSERT INTO iu\_tracking (**

**studentid, username, insertdate**

**) VALUES (**

**:new.studentid, :new.first || ' ' || :new.last, sysdate**

**);**

**END;**

**Test code (insert into IU\_STUDENT, then select from IU\_TRACKING):**

**INSERT INTO iu\_student (**

**studentid, first, last**

**) VALUES (**

**999, 'philip', 'dumaresq'**

**);**

**Sample output from Test Code:**

![](data:image/png;base64,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)

## Create a nn\_employee\_seq sequence that starts at 600 and increments by one. Create a before insert trigger for the **NN\_EMPLOYEE** table called **nn\_employee\_bi\_trg** that sets the new employeeId based on the sequence and the hiredate on sysdate. This way, the insert guarantees a unique employeeId (abstracting away the sequenc e) and the hire date is set when an employee entry is created.

**Trigger Code:**

**CREATE SEQUENCE nn\_employee\_seq**

**START WITH 600**

**INCREMENT BY 1;**

**SET SERVEROUTPUT ON;**

**CREATE OR REPLACE TRIGGER nn\_employee\_bi\_trg**

**BEFORE INSERT ON nn\_employee FOR EACH ROW**

**DECLARE**

**lv\_empid nn\_employee.employeeid%TYPE;**

**BEGIN**

**SELECT nn\_employee\_seq.NEXTVAL INTO lv\_empid FROM dual;**

**:new.employeeid := lv\_empid;**

**:new.hiredate := sysdate;**

**END nn\_employee\_bi\_trg;**

**Test code:**

**Insert into NN\_EMPLOYEE (**

**EMPLOYEEID, LNAME, FNAME, POSITIONID, SUPERVISOR,**

**HIREDATE, SALARY, COMMISSION, DEPTID, QUALID**

**) values (**

**1, 'Philip', 'Dumaresq', 1, null,**

**to\_date('60-04-15','RR-MM-DD'), 265000, 35000, 20, 1**

**);**

**Sample output from Test Code:**

**![](data:image/png;base64,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)**

## Run the following update statement to put the correct values into the **creditsearned** column of the student:

**UPDATE iu\_student s**

**SET creditsearned =**

**(SELECT SUM (CASE**

**WHEN FINAL IN ('A', 'B', 'C', 'D')**

**THEN credits**

**ELSE 0**

**END)**

**FROM iu\_course**

**JOIN iu\_crssection USING (courseid)**

**JOIN iu\_registration r USING (csid)**

**WHERE r.studentid = s.studentid);**

## Cool update huh? Do you understand how it works? Explain what this update does and how it works:

This update will modify the credits earned for each row in the students table

## Create an after trigger for the **iu\_registration** table called **iu\_registration\_aidu\_trg** that updates the **creditsEarned** column of the **student** table if a value was entered in the **final** column of the **iu\_registration** table. If the value was changed from a pass to a fail, a withdrawal or a null value, subtract the number of credits for the course from the **creditsEarned** column. If the value was changed from a fail, a withdrawal or a null to a pass, add the number of credits for the course to the **creditsEarned** column. If a row was deleted from the **iu\_registration** table and the **final** was a pass, subtract the number of credits for the course from the **creditsEarned** column. If a row is added with a passing **final**, add the number of credits to the **creditsEarned** column.

Note: If you can avoid it, do NOT calculate credits earned from scratch, figure out how much to add/remove from the existing value (this will be more run-time efficient).

**Trigger Code:**

**Test code (provided, see d20\_iu\_registration\_aidu\_trg\_test file from moodle). Test cases implemented are:**

| **Test Case** | **Input Data** | | | **Table Data** | | **Results** |
| --- | --- | --- | --- | --- | --- | --- |
| **studentId** | **csid** | **New****final** | **Old****final** | **creditsEarned** | **creditsEarned** |
| Change a null final to a pass | 00100 | 1207 | B | Null | 6 | 9 |
| Change a failing final to a pass. | 00100 | 1101 | A | F | 6 | 9 |
| Change a withdrawal to a pass. | 00103 | 1101 | C | W | 3 | 6 |
| Change a null final to a fail | 00100 | 1205 | F | Null | 6 | 6 |
| Change a pass to a fail | 00100 | 1102 | F | B | 6 | 3 |
| Change a withdrawal to a fail | 00103 | 1101 | F | W | 3 | 3 |
| Change a pass to a different pass | 00100 | 1104 | B | A | 6 | 6 |
| Change a pass to null | 00100 | 1104 | null | A | 6 | 3 |
| Delete a row that was a fail | 00100 | 1101 | - | F | 6 | 6 |
| Delete a row that was a pass | 00100 | 1104 | - | A | 6 | 3 |
| Delete a row that was a withdrawal | 00103 | 1101 | - | W | 3 | 3 |
| Delete a row with a null final | 00100 | 1205 | - | Null | 6 | 6 |
| Add a row with a null final | 00100 | 1206 | Null | - | 6 | 6 |
| Add a row with a passing final | 00100 | 1103 | B | - | 6 | 9 |
| Add a row with a failing final | 00100 | 1103 | F | - | 6 | 6 |
| Add a row with a withdrawal in final | 00100 | 1103 | W | - | 6 | 6 |

**Sample output from Test Code:**

**Test case 1 successful**

**Test case 2 successful**

**Test case 3 successful**

**Test case 4 successful**

**Test case 5 successful**

**Test case 6 successful**

**Test case 7 successful**

**Test case 8 successful**

**Test case 9 successful**

**Test case 10 successful**

**Test case 11 successful**

**Test case 12 successful**

**Test case 13 successful**

**Test case 14 successful**

**Test case 15 successful**

**Test case 16 successful**

# SYS\_REFCURSOR

1. Create get\_student\_final\_sp() that takes as input a csid and outputs a SYS\_REFCURSOR that returns a studentId and FINAL mark. Hint: See S05 example04 as a starting point

**PL/SQL Code:**

**CREATE OR REPLACE PROCEDURE get\_student\_final\_sp(**

**pv\_csid\_i iu\_crssection.csid%TYPE,**

**pv\_cursor\_o OUT SYS\_REFCURSOR )**

**AS**

**BEGIN**

**OPEN pv\_cursor\_o FOR**

**SELECT studentid, final**

**FROM iu\_registration**

**WHERE csid = pv\_csid\_i;**

**END;**

1. Create a calling block to loop through and output the studentIds and Final marks

**Test code:**

**DECLARE**

**lv\_csid iu\_crssection.csid%TYPE;**

**lv\_cursor SYS\_REFCURSOR;**

**lv\_studentid iu\_registration.studentid%TYPE;**

**lv\_final iu\_registration.final%TYPE;**

**BEGIN**

**lv\_csid := &CSID;**

**get\_student\_final\_sp(lv\_csid, lv\_cursor);**

**LOOP**

**FETCH lv\_cursor INTO lv\_studentid, lv\_final;**

**EXIT WHEN lv\_cursor%NOTFOUND;**

**DBMS\_OUTPUT.PUT\_LINE('Student ID: '||lv\_studentid||' Final: '||lv\_final);**

**END LOOP;**

**END;**

**Sample output from Test Code:**

**Student ID: 00100 Final: F**

**Student ID: 00103 Final: W**

# Assessment

1. What did you learn in completing this lab?

SYS\_REFCURSORS

1. What did you have difficulty with?

Took a while to figure out weird Oracle issues

1. What did you do well?

Got through test cases pretty well once I got that nvl thing working. Rest of the lab went slow cause I was really tired.

1. How many hours did you spend in completing this lab?

4

1. What took you the most time?

Figuring out weird Oracle issues